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Java EE 5 Development using

GlassFish Application Server

The complete guide to installing and
configuring the GlassFish Application
Server and developing Java EE 5
applications to be deployed to this server

Project GlassFish was formally announced at the 2005 JavaOne conference. Version one of the
GlassFish application server was released to the public approximately a year later, at the 2006
JavaOne conference. GlassFish version one became the reference implementation for the Java EE
5 specification, and as such, was the first available application server compliant with this
specification.

While releasing the first available Java EE 5 application server was a tremendous accomplishment,
the first version of GlassFish lacked some enterprise features such as clustering and High
Availability. GlassFish version 2, released in September 2007, added these and other enterprise
features, in addition to other features such as an enhanced web based administration console.

This book will guide you through the development and deployment of Java EE 5-compliant
application on GlassFish version 2. It also covers application development using frameworks that
build on top of the Java EE 5 specification, including Facelets, Ajax4jsf, and Seam.
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What This Book Covers

Chapter I provides an overview of Glassfish, including how to install it, configure it, and verify
the installation.

Chapter 2 covers how to develop server-side web applications using the Servlet API.

Chapter 3 explains how to develop web applications using JavaServer Pages (JSPs), including
how to develop and use JSP custom tags.

Chapter 4 discusses how to develop Java EE applications that interact with a relational database
system through the Java Persistence API (JPA) and through the Java Database Connectivity API
(JDBC).

Chapter 5 explains how to use the JSP Standard Tag Library (JSTL) when developing JavaServer
Pages.

Chapter 6 covers how to develop applications using the JavaServer Faces (JSF) component
framework to build web applications.

Chapter 7 explains how to develop messaging applications though the Java Messaging Service
(JMS) APL

Chapter 8 covers securing J2EE applications through the Java Authentication and Authorization
Service (JAAS).

Chapter 9 discusses how to develop Enterprise Java Beans that adhere to the EJB 3 specification.

Chapter 10 explains how to develop and deploy web services that conform to the JAX-WS 2.1
specification.

Chapter 11 covers frameworks that build on top of the Java EE 5 specification, including Seam,
Facelets, and Ajax4Jsf.

Appendix A covers sending email from Java EE Applications.

Appendix B covers IDE integration.
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Security

In this chapter, we will cover how to secure Java EE applications by taking
advantage of GlassFish's built-in security features. Java EE security relies on the Java
Authentication and Authorization Service (JAAS) APIL. As we shall see, securing
Java EE applications requires very little coding; for the most part, securing an
application is achieved by setting up users and security groups in a security realm in
the application server, then configuring our applications to rely on a specific security
realm for authentication and authorization.

Some of the topics we will cover include:

e The Admin realm
e The File realm
e The Certificate realm
©  Creating self-signed security certificates
e The JDBC realm

e Custom Realms

Security Realms

Security realms are, in essence, collections of users and related security groups.
Users are application users. A user can belong to one or more security group; the
groups that the user belongs to define what actions the system will allow the user to
perform. For example, an application can have regular users who can only use the
basic application functionality, and it can have administrators who, in addition to
being able to use basic application functionality, can add additional users to

the system.
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Security realms store user information (user name, password, and security groups);
applications don't need to implement this functionality, they can simply be
configured to obtain this information from a security realm. A security realm can be
used by more than one application.

Predefined Security Realms

GlassFish comes preconfigured with three predefined security realms: admin-realm,
the file realm, and the certificate realm. admin-realm is used to manage user's access
to the GlassFish web console and shouldn't be used for other applications. The file
realm stores user information in a file. The certificate realm looks for a client-side
certificate to authenticate the user.

|.- =) 5un Java System Application Server 9.1 Admin Console - Mozilla Firefox

File Edit View History Bookmarks Tools Help {:}
@-D - €@ © i Bensoderne

|0l http:ifiocalhost:4848/ [~] B]

Home \ersion

User: admin = Demain: domain1 = Server: localhost

Sun Java™ System Application Server Admin Console
@ Web Services | Configuration > Security > Reaims

4Bl
Service Assemblies Realms
Manage security realms.
> [ Components sy

» 5] Shared Libraries

Custcn'n MBeans

\p Frocs [Hew..] [ Deite |

Cenfiguration | | Name | Classname
@ Web Container = I_ certificate com.sun.enterprise.security. auth.realm.certificate CertificateRealm
@ EJB Container [~ | fie com.sun.enterprise.security. auth.realm. file. FileRealm

» Eg» Java Message Service [~ | admin-reaim COoMm.sun.enterprise security.auth realm. file. FieRealm

A ﬁ Security ||
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In addition to the predefined security realms, we can add additional realms with
very little effort. We will cover how to do this later in this chapter, but first let's
discuss GlassFish's predefined security realms.

admin-realm

To illustrate how to add users to a realm, let's add a new user to admin-realm. This
will allow this additional user to log in to the GlassFish web console. In order to add
a user to admin-realm, log in to the GlassFish web console, expand the Configuation
node at the left-hand side, then expand the Security node, then the Realms node,
and click on admin-realm. The main area of the page should look like the

following screenshot:

Configuration > Secunity > Reslms > admin-nealm

Edit Realm [ save |

Edit an existing security realm

Mame admir-resim
Class Name: = |cum.sun.enterprise.securitf.auth.reaIm.fiIE.FiIEReaIm ;l
il |

Class namea for the realm you want to create

Properties specific to this Class

JAAS context: |fiIeReaIm |

Key Fila: [3{com.sun.aas.instanceRoot}/configiadmin-keyfile

Assign Group: | |

Additional Properties (0}

m | Delete Properties

| |H.Ina |"|."dl..|u

Mo items found.
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To add a user to the realm, click on the button labeled Manage Users at the top left.
The main area of the page should now look like this:

Configuration > Security > Realms > admin-realm

File Users Back

Manage user accounts for the currenthy selected security realm.

| New.. || Delete

| | User ID Group List
[~ | admin asadmin

To add a new user to the realm, simply click on the New... button at the top left of
the screen. Then enter the new user information.

Configuration > Security > Realms > admin-reaim

New File Realm User [ oK |

Create new user accounts for the currently selected security realm.

UserID * root
Name of a user to be granted access to this realm; name can be up to 255
characters, must contain cnly alphanumeric, underscore, dash, or dot
characters

Group List |asadmin
Separate multiple groups with commas

New Password * |*='='='='='='='= |

Confirm New Password |*='='='='='='='= |

In the above screenshot, we added a new user named "root", added this user to the
"asadmin" group, and entered this user's password.

The GlassFish web console will only allow users in the "asadmin" group

to log in. Failing to add our user to this security group would prevent
A~ . . .
him/her from logging in to the console.
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Configuration > Security > Realms > admin-realm
File Users [ Back |

Manage user accounts for the currently selected security realm.

| New.. | [ Delete |

| | User ID | Group List
I_ admin asadmin
[T | root asadmin

We have successfully added a new user for the GlassFish web console. We can test
this new account by logging into the console with this new user's credentials.

The file Realm

The second predefined realm in GlassFish is the file realm. This realm stores user
information encrypted in a text file. Adding users to this realm is very similar to
adding users to admin-realm. We can add a user by expanding the Configuration
node, then expanding the Security node, then the Realms node, then clicking on file,
then clicking on the Manage Users button and clicking on the New... button.

Configuration > Security > Realms > fie

New File Realm User [ ok |

Create new user accounts for the currently selected security realm.

userip ¥ |peter |

Mame of a user to be granted access to this realm; name can be up to 255 characters, must contain only
alphanumeric, underscore, dash, or dot characters

Group List |appuser,appadmin |
Separate multiple groups with commas
New Password |‘=‘='='='='='=" |

Confirm New Password |‘=‘=='=='=‘* |

As this realm is meant for us to use for our applications, we can come up with our
own groups. In this example, we added a user with a User ID of "peter" to the groups
"appuser" and "appadmin".
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Clicking the OK button should save the new user and take us to the user list for
this realm.

Configuration > Security > Realms > fie

File Users

lManage user accounts for the currently selected security realm.

[ New.. | [ Delete

| | User ID Group List
|_ peter appuser appadmin

Clicking the New... button allows us to add additional users to the realm. Let's add
an additional user called "joe" and belonging only to the "appuser" group.

Configuration > Security > Realms > fie

New File Realm User [ ok |

Create new user accounts for the currently selected security realm.

userip * |jDE |
Name of a user to be granted access to this realm; name can be up to 255
characters, must centain only alphanumeric, underscore, dash, or dot characters

Group List [appuser |
Separate multiple groups with commas

New Password |*='='='='=‘='=" |

Confirm New Password * |*='='='='=‘='=" |

As we have seen in this section, adding users to the file realm is very simple. We will
now illustrate how to authenticate and authorize users via the file realm.

File Realm Basic Authentication

In the previous section, we covered how to add users to the file realm and how to
assign roles to these users. In this section, we will illustrate how to secure a web
application so that only properly authenticated and authorized users can access it.
This web application will use the file realm for user access control.
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The application will consist of a few very simple JSPs. All authentication logic is
taken care of by the application server, therefore the only place we need to make
modifications in order to secure the application is in its deployment descriptors,
web.xml and sun-web.xml. We will first discuss web .xm1, which is shown next.

<web-app xmlns="http://java.sun.com/xml/ns/javaee" version="2.5"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemalLocation="http://java.sun.com/xml/ns/javaee http://java.
sun.com/xml/ns/javaee/web-app 2 5.xsd">
<security-constraint>
<web-resource-collection>
<web-resource-name>Admin Pages</web-resource-name>
<url-pattern>/admin/*</url-pattern>
</web-resource-collection>
<auth-constraint>
<role-name>admin</role-name>
</auth-constraint>
</security-constraint>
<security-constraint>
<web-resource-collection>
<web-resource-name>All Pages</web-resource-name>
<url-pattern>/*</url-pattern>
</web-resource-collection>
<auth-constraint>
<role-name>user</role-name>
</auth-constraint>
</security-constraint>
<login-config>
<auth-method>BASIC</auth-method>
<realm-name>file</realm-name>

</web-app>

The <security-constraint> element defines who can access pages matching

a certain URL pattern. The URL pattern of the pages is defined inside the
<url-patterns> element, which, as shown in the example, must be nested inside
a <web-resource-collection> element. Roles allowed to access the pages

are defined in the <role-name> element, which must be nested inside an
<auth-constraints> element.

In the above example, we define two sets of pages to be protected. The first set of
pages is any page whose URL starts with /admin. These pages can only be accessed
by users with the role of admin. The second set of pages is all pages, defined by the
URL pattern of /*. Only users with the role of user can access these pages. It is
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worth noting that the first set of pages is a subset of the second set, that is, any page
whose URL matches /admin/* also matches /*; in cases like this the most specific
case "wins". In this particular case, users with a role of user (and without the role of
admin) will not be able to access any page whose URL starts with /admin.

The next element we need to add to web.xml in order to protect our pages is the
<login-configs element. This element must contain an <auth-methods> element
that defines the authorization method for the application. Valid values for this
element include BASIC, DIGEST, FORM, and CLIENT-CERT.

BASIC indicates that basic authentication will be used. This type of authentication
will result in a browser-generated popup, prompting the user for a user name and
password, being displayed the first time a user tries to access a protected page. Unless
using the HTTPS protocol, when using basic authentication, the user's credentials are
Base64 encoded, not encrypted. It would be fairly easy for an attacker to decode these
credentials; therefore using basic authentication is not recommended.

DIGEST is similar to basic authentication except it uses an MD5 DIGEST to encrypt
the user credentials instead of sending them Base64 encoded.

FORM uses a custom HTML or JSP page containing an HTML form with user

name and password fields. The values in the form are then checked against the
security realm for user authentication and authorization. Unless using HTTPS, user
credentials are sent in clear text when using form-based authentication, therefore
using HTTPS is recommended because it encrypts the data. We will cover setting up
GlassFish to use HTTPS, later in this chapter.

CLIENT-CERT uses client-side certificates to authenticate and authorize the user.

The <realm-name> element of <login-configs> indicate which security realm to use
to authenticate and authorize the user. In this particular example, we are using the
file realm.

All of the web. xml elements we have discussed in this section can be used with
any security realm; they are not tied to the file realm. The only thing that ties our
application to the file realm is the value of the <realm-name> element. Something
else to keep in mind is that not all authentication methods are supported by all
realms. The file realm supports only basic and form-based authentication.

Before we can successfully authenticate our users, we need to link the user roles
defined in web . xm1 with the groups defined in the realm. We accomplish this in the
sun-web.xml deployment descriptor.

<?xml version="1.0" encoding="UTF-8" standalone="no"?>
<!DOCTYPE sun-web-app PUBLIC "-//Sun Microsystems, Inc.//DTD
Application Server 9.0 Servlet 2.5//EN" "http://www.sun.com/software/
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appserver/dtds/sun-web-app 2 5-0.dtd">
<sun-web-app>
<security-role-mapping>
<role-name>admin</role-name>
<group-name>appadmin</group-name>
</security-role-mapping>
<security-role-mapping>
<role-name>user</role-name>
<group-name>appuser</group-name>
</security-role-mapping>

</sun-web-app>

As can be seen in the example, the sun-web.xml deployment descriptor can have
one or more <security-role-mappings> elements; one of these elements for each
role defined in web . xml is needed. The <role-name> subelement indicates the role to
map. Its value must match the value of the corresponding <role-name> element in
web . xml. The <group-name> subelement must match the value of a security group in
the realm used to authenticate users in the application.

In this example, the first <security-role-mapping> element maps the "admin" role
defined in the application's web . xml deployment descriptor to the "appadmin" group
we created when adding users to the file realm earlier in the chapter. The second
<security-role-mapping> maps the "user" role in web.xml to the "appuser" group
in the file realm.

As we mentioned earlier, there is nothing we need to do in our code in order to
authenticate and authorize users. All we need to do is modify the application's
deployment descriptors as described in this section. As our application is nothing but
a few simple JSPs, we will not show the source code for them. The structure of our
application is shown in the following screenshot:

~ [= webapp
¥ = admin
index jsp
~ [= WEB-INF
X] sun-web.xml
1X] web.xmil
index jsp
random jsp
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Based on the way we set up our application in the deployment descriptors, users
with a role of "user" will be able to access the two JSPs at the root of the application
(index.jsp and random. jsp). Only users with the role of "admin" will be able to
access any pages under the "admin" folder, which in this particular case is a single
JSP named index.jsp.

After packaging and deploying our application and pointing the browser to the URL
of any of its pages, we should see a popup asking for a user name and a password.

Authentication Required

@ Enter username and password for "file” at http://localhost:8080
User Name:

e |

Password:

[ A AAA A A l

[0 use Password Manager to remember this password.

Cancel l l OK ]

After entering the correct user name and password, we are directed to the page we
were attempting to see.

Welcome Fage - Mozilla Eirefrox

File Edit View History Bookmarks Tools Help 02}
<EI - o - @ %] m £ Ensode.net
[l http:/flocalhost:8080/filerealmauthy |~| B ]

Congratulations! You have successfully logged into the application.

At this point, the user can navigate to any page he or she is allowed to access in the
application, either by following links or by typing the URL in the browser, without
having to re-enter his/her user name and password.

Notice that we logged in as user joe; this user belongs only to the user role, therefore
he does not have access to any page with a URL that starts with /admin. If joe tries to
access one of these pages, he will see the following error message in the browser.
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[} sun Java System Application Server 9.1 - Error report - Mozill[=| X/
File Edit ¥iew History Bookmarks Tools Help {:}
<EI - - @] (X m ElEnsode.net
|} nttp:/fiocalhost:8080/filerealmauth/admin/ |~| ]

HTTP Status 403 - Access to the requested

resource has been denied

BTL Status report
LN Access to the requested resource has been denied

FEETAACcess to the specified resource (Access to the requested resource has been denied)
has been forbidden.

Sun Java System Applicatlon Server 9.1

Only users belonging to the admin role can see pages that match the above URL.
When we were adding users to the file realm, we added a user named peter that had
this role. If we log in as peter, we will be able to see the requested page. For basic
authentication, the only way possible to log out of the application is to close the
browser, therefore to log in as peter we need to close and reopen the browser.

Admin Page - Mozilla Eirefox

File Edit View History Bookmarks Tools Help {:}
<:EI - - @ (%] fl} G Ensode.net

|E| http:/flocalhost:8080/filerealmauth/admin/ |Y| [Ji*]
Mere mortals aren't allowed to see this page. Don't you feel special?

As we mentioned before, one disadvantage of the basic authentication method we
used in this example is that login information is not encrypted. One way to get
around this is to use the HTTPS (HTTP over SSL) protocol; when using this protocol
all information between the browser and the server is encrypted.
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The easiest way to use HTTPS is by modifying the application web . xm1
deployment descriptor.

<web-app xmlns="http://java.sun.com/xml/ns/javaee" version="2.5"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemalocation="http://java.sun.com/xml/ns/javaee http://java.
sun.com/xml/ns/javaee/web-app 2 5.xsd">
<security-constraints>
<web-resource-collection>
<web-resource-name>Admin Pages</web-resource-name>
<url-pattern>/admin/*</url-patterns
</web-resource-collection>
<auth-constraints>
<role-names>admin</role-name>
</auth-constraints>
<user-data-constraint>
<transport-guarantee>CONFIDENTIAL</transport-guarantee>
</user-data-constraint>
</security-constraints>
<security-constraints>
<web-resource-collection>
<web-resource-name>AllPages</web-resource-name>
<url-pattern>/*</url-pattern>
</web-resource-collections>
<auth-constraints>
<role-namesuser</role-name>
</auth-constraint>
<user-data-constraint>
<transport-guarantee>CONFIDENTIAL</transport-guarantee>
</user-data-constraint>
</security-constraints>
<login-configs>
<auth-method>BASIC</auth-method>
<realm-name>file</realm-name>
</login-config>
</web-app>

As we can see, all we need to do to have the application be accessed only through
HTTPS is to add a <user-data-constraint> element containing a nested
<transport-guarantee> element to each set of pages we want to encrypt traffic.
Sets of pages to be protected are declared in the <security-constraint> elements
in the web.xml deployment descriptor.
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Now, when we access the application through the (unsecure) HTTP port (by default
this is 8080), the request is automatically forwarded to the (secure) HTTPS port
(default of 8181).

In this example, we set the value of the <transport-guarantee> to CONFIDENTIAL.
This has the effect of encrypting all the data between the browser and the server,
also, if the request is made through the unsecured HTTP port, it is automatically
forwarded to the secured HTTPS port.

Another valid value for the <transport-guarantees element is INTEGRAL. When
using this value, the integrity of the data between the browser and the server is
guaranteed; in other words, the data cannot be changed in transit. When using this
value, requests made over HTTP are not automatically forwarded to HTTPS; if a user
attempts to access a secure page via HTTP when this value is used, the browser will
deny the request and return a 403 (Access Denied) error.

The third and last valid value for the <transport-guarantee> is NONE. When using
this value, no guarantees are made about the integrity or confidentiality of the data.
NONE is the default value used when the <transport-guarantees> element is not
present in the application's web . xm1 deployment descriptor.

After making the above modifications to the web.xml deployment descriptor,
redeploying the application and pointing the browser to any of the pages in the
application, we should see the following.

! Website Certified by an Unknown Authority x|

Unable to verify the identity of yoda as a trusted site.

Possible reasons for this error:

- Your browser does not recognize the Certificate Authority that issued the site's
certificate.

- The site's certificate is incomplete due to a server misconfiguration.
- You are connected to a site pretending to be yoda, possibly to obtain your
confidential information.

Please notify the site's webmaster about this problem.
Before accepting this certificate. you should examine this site's certificate carefully.

Are you willing to to accept this certificate for the purpose of identifying the Web site
yoda?

Examine Certificate...

' Accept this certificate permanently
@ Accept this certificate temporarily for this session
) Do not accept this certificate and do not connect to this Web site

Cancel l [ oK
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The reason we see this warning window is that, in order for a server to use the
HTTPS protocol, it must have an SSL certificate. Typically, SSL certificates are issued
by certificate authorities such as Verisign or Thawte. These certificate authorities
digitally sign the certificate; by doing this they certify that the server belongs to the
entity to which it claims to belong.

A digital certificate from one of these certificate authorities typically costs around
$400 USD, and expires after a year. As the cost of these certificates may be
prohibitive for development or testing purposes, GlassFish comes preconfigured
with a self-signed SSL certificate. As this certificate has not being signed by a
certificate authority, the browser pops up the above warning window when we try to
access a secured page via HTTPS. We can simply click OK to accept the certificate.

Once we accept the certificate, we are prompted for a user name and password; after
entering the appropriate credentials, we are allowed access to the requested page.

Random Page - Mozilla Firefox

Eile Edit View History Bookmarks Tools Help

<:| ~ iy~ @ ¢ ﬁ}* 51 Ensode.net

||:| https:/flocalhost:8181filerealmauthhttps/random.jsp ]

v b

The purpose of this page is to show that users cannot navigate to random pages

without first logging into the application.

Notice the URL in the above screenshot; the protocol is set to HTTPS, and the

port is 8181. The URL we pointed the browser to was http://localhost:8080/
filerealmauthhttps/random. jsp; because of the modifications we made to

the application's web . xm1 deployment descriptor, the request was automatically
forwarded to this URL. Of course, users may directly type the secure URL and it will
work without a problem.

Any data transferred over HTTPS is encrypted, including the user name and
password entered at the pop-up window generated by the browser. Using HTTPS
allows us to safely use basic authentication. However, basic authentication has
another disadvantage, which is that the only way that a user can log out from

the application is to close the browser. If we need to allow users to log out of the
application without closing the browser, we need to use form-based authentication.
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When using form-based authentication, we need to make some modifications to the
application's web . xml deployment descriptor.

<web-app xmlns="http://java.sun.com/xml/ns/javaee" version="2.5"
xmlns:xsi="http://www.w3.0rg/2001/XMLSchema-instance"
xsi:schemalocation="http://java.sun.com/xml/ns/javaee http://java.
sun.com/xml/ns/javaee/web-app 2 5.xsd">
<security-constraints>
<web-resource-collection>
<web-resource-name>Admin Pages</web-resource-name>
<url-pattern>/admin/*</url-patterns>
</web-resource-collection>
<auth-constraints>
<role-name>admin</role-name>
</auth-constraint>
</security-constraints>
<security-constraints>
<web-resource-collection>
<web-resource-name>AllPages</web-resource-name>
<url-pattern>/*</url-patterns
</web-resource-collection>
<auth-constraints>
<role-names>user</role-name>
</auth-constraint>
</security-constraints>
<login-configs>
<auth-method>FORM</auth-method>
<realm-name>file</realm-name>
<form-login-config>
<form-login-page>/login.jsp</form-login-page>
<form-error-page>/loginerror.jsp</form-error-page>
</form-login-config>
</login-config>
<servlets>
<servlet-name>LogoutServlet</servlet-name>
<servlet-class>
net.ensode.glassfishbook.LogoutServlet
</servlet-class>
</servlets>
<servlet-mapping>
<servlet-name>LogoutServlet</servlet-name>
<url-pattern>/logout</url-patterns>
</servlet-mapping>
</web-app>
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When using form-based authentication, we simply use FORM as the value of the
<auth-method> element in web . xm1. When using this authentication method, we
need to provide a login page and a login error page. We indicate the URLs for the
login and login error pages as the values of the <form-login-page> and <form-
error-page> elements, respectively. As can be seen in the example, these elements
must be nested inside the <form-login-configs> element.

The markup for the login page for our application is shown next.

<%@ page language="java" contentType="text/html; charset=UTF-8"
pageEncoding="UTF-8"%>
<!DOCTYPE html PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN"
"http://www.w3.org/TR/html4/loose.dtd" >
<html>
<head>
<meta http-equiv="Content-Type" content="text/html; charset=UTF-8">
<titles>Login</title>
</head>
<body>
<p>Please enter your username and password to access the application</
p>
<form method="POST" action="j security check">
<table cellpadding="0" cellspacing="0" border="0">
<tr>
<td align="right">Username:&nbsp;</td>
<td>
<input type="text" name="j username">
</td>
</tr>
<tr>
<td align="right">Password:&nbsp;</td>
<td>
<input type="password" name="j password">
</td>
</tr>
<tr>
<tds></td>
<td><input type="submit" value="Login"></td>
</tr>
</table>
</form>
</body>
</html>
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The login page for an application using form-based authentication must contain

a form whose method is "POST" and whose action is "j security check". We
don't need to implement a servlet or anything else to process this form. The code to
process it is supplied by the application server.

The form in the login page must contain a text field named j_username; this text

field is meant to hold the user's user name. Additionally, the form must contain a
password field named j_password, meant for the user's password. Of course, the
form must contain a submit button to submit the data to the server.

The only requirement for a login page is for it to have a form whose attributes match
those in the preceding example, and the j_username and j_password input fields as
described in the above paragraph.

There are no special requirements for the error page. Of course, it should show an
error message telling the user that login was unsuccessful; however, it can contain
anything we wish. The error page for our application simply tells the user that there
was an error logging in, and links back to the login page to give the user a chance to
try again.

In addition to a login page and a login error page, we added a servlet to our
application. This servlet allows us to implement logout functionality, something that
wasn't possible when we were using basic authentication.

package net.ensode.glassfishbook;

import java.io.IOException;

import javax.servlet.ServletException;

import javax.servlet.http.HttpServlet;

import javax.servlet.http.HttpServletRequest;
import javax.servlet.http.HttpServletResponse;

public class LogoutServlet extends HttpServlet

{

@Override
protected void doGet (HttpServletRequest request,
HttpServletResponse response) throws ServletException, IOException

{

request.getSession() .invalidate() ;

response.sendRedirect ("index.jsp") ;

}
}

As you can see, all we need to do to log out the user is invalidate the session. In our
servlet, we redirect the response to the index. jsp page; as the session is invalid at
this point, the security mechanism will "kick in" and automatically direct the user to
the login page.
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We are now ready to test form-based authentication; after building our application,
deploying it, and pointing the browser to any of its pages, we should see our login
page rendered in the browser.

Login - Mozilla Eirefox

Eile Edit View History Bookmarks Tools Help {}
<EI - :;;} - @ %] mr [l Ensode.net
'] nttp:/flocalhost:8080/filerealmformauth/findex.jsp || ]

Please enter your username and password to access the application

Username:

Password:

Laogin |

If we submit invalid credentials, we are automatically forwarded to the login
error page.

Login Error - MozZilla FEirefox

File Edit View History Bookmarks Tools Help {}
<EI - :;,) - @ (X ﬁj‘ El Ensode.net
|l http:/flocalhost:8080ffilerealmformauth/j_security_check || B]

There was an error logging in.

Try again

We can click on the Try again link to try again. After entering valid credentials, we
are allowed into the application.

Welcome Page - Mozilla Eirefox

File Edit View History Bookmarks Tools Help {}
<EI - :;,) - @ %] ﬁj‘ [l Ensode.net
|[] http:/fiocalhost:8080/filerealmformauth/ || ]

Congratulations! You have successfully logged into the application.

Logout
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As you can see, we added a logout link to the page; this page directs the user to the
logout servlet, which as we mentioned before simply invalidates the session. From
the user's point of view, this link will simply log them out and direct them to the
login screen.
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You can buy Java EE 5 Development using GlassFish Application Server from the Packt
Publishing website:

http://www.packtpub.com/Java-EE-5-GlassFish-Application-
Servers/book

Free shipping to the US, UK, Europe, Australia, New Zealand and India.

Alternatively, you can buy the book from Amazon, BN.com, Computer Manuals and
most internet book retailers.
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